**Problem Statement: Abalone Age Prediction**

**1. Download the dataset: Dataset**

**2. Load the dataset into the tool.**

In [172]:

**import** numpy **as** np

**import** pandas **as** pd

ds**=**pd**.**read\_csv("abalone.csv")

*# Rings / integer / -- / +1.5 gives the age in years*

ds['Age']**=**ds["Rings"]**+**1.5

ds**.**head(5)

Out[172]:

|  | **Sex** | **Length** | **Diameter** | **Height** | **Whole weight** | **Shucked weight** | **Viscera weight** | **Shell weight** | **Rings** | **Age** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | M | 0.455 | 0.365 | 0.095 | 0.5140 | 0.2245 | 0.1010 | 0.150 | 15 | 16.5 |
| **1** | M | 0.350 | 0.265 | 0.090 | 0.2255 | 0.0995 | 0.0485 | 0.070 | 7 | 8.5 |
| **2** | F | 0.530 | 0.420 | 0.135 | 0.6770 | 0.2565 | 0.1415 | 0.210 | 9 | 10.5 |
| **3** | M | 0.440 | 0.365 | 0.125 | 0.5160 | 0.2155 | 0.1140 | 0.155 | 10 | 11.5 |
| **4** | I | 0.330 | 0.255 | 0.080 | 0.2050 | 0.0895 | 0.0395 | 0.055 | 7 | 8.5 |

**3. Perform Below Visualizations.**

**∙ Univariate Analysis**

**∙ Bi-Variate Analysis**

**∙ Multi-Variate Analysis**

In [179]:

*# univarient analysis*

*#frequency table for age*

ft **=** ds1['Age']**.**value\_counts()

print("Frequency table for Age is given below")

print("{}\n\n\n"**.**format(ft))

*# mean*

print("Mean, Median, std \n")

ma**=**ds1['Age']**.**mean() *#mean of age*

mh **=** ds1['Height']**.**mean() *#mean of height*

mel **=** ds1['Length']**.**median() *#median value of length*

stw **=** ds1['Whole weight']**.**std() *#standard devation of whole weight*

*#chart*

**import** matplotlib.pyplot **as** plt *# library for plot or graph*

**import** seaborn **as** sns

plt**.**subplot(1,2,1)

ch **=** ds1**.**boxplot(column**=**'Diameter',grid**=True**,color **=**'red')

plt**.**title('Box plot')

plt**.**subplot(1,2,2)

DC **=** sns**.**kdeplot(ds1['Diameter'])

plt**.**title('Density Curve')

print("1-mean of age = ",ma)

print("2-mean of height = ",mh)

print("3-median value of length = ",mel)*#*

print("4-standard devation of whole weight = ",stw)

print("5-frequency table for rings = \n {}" **.**format(fre))

print("\nChart\n\n6-boxplot of Diameter",flush**=True**)

Frequency table for Age is given below
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Name: Age, dtype: int64

Mean, Median, std

1-mean of age = 12.235

2-mean of height = 0.13482500000000003

3-median value of length = 0.53

4-standard devation of whole weight = 0.48292555269001314

5-frequency table for rings =
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Name: Rings, dtype: int64

Chart

6-boxplot of Diameter
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In [96]:

*#multi-varient analysis*

**import** matplotlib.pyplot **as** plt

**import** seaborn **as** sns

ds1**=**ds**.**head(200)

df**=**sns**.**countplot(x**=**"Viscera weight",hue**=**'Sex',data**=**ds1)

print(df)

AxesSubplot(0.125,0.125;0.775x0.755)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZUAAAEGCAYAAACtqQjWAAAAOXRFWHRTb2Z0d2FyZQBNYXRwbG90bGliIHZlcnNpb24zLjUuMSwgaHR0cHM6Ly9tYXRwbG90bGliLm9yZy/YYfK9AAAACXBIWXMAAAsTAAALEwEAmpwYAAAh8ElEQVR4nO3de7QdZZnn8e8vJ4FwiaBJRMwhnSyNNmAAJYtIh5bQM0BgVEab1qQVW2nI0AJqr5YZpnXh3e5ZOjoKaDoyaZZOm/TyAqYxCmjLRYmQBEMIYpgMohyDckggkJDbyXnmj6rivKey9zk7SVX2PuH3WWuvXfXWW1VPXXY9ddtVigjMzMyqMKrdAZiZ2cHDScXMzCrjpGJmZpVxUjEzs8o4qZiZWWVGtzuAKk2YMCGmTJnS7jDMzEaMVatWPRURE6sa3kGVVKZMmcLKlSvbHYaZ2Ygh6TdVDs+nv8zMrDJOKmZmVhknFTMzq8xBdU3FzOxA2rVrFz09PWzfvr3doQxr7NixdHd3M2bMmFrH46RiZraPenp6GDduHFOmTEFSu8NpKiLYuHEjPT09TJ06tdZx+fSXmdk+2r59O+PHj+/ohAIgifHjxx+QI6rakoqk4yT9RNLDkh6S9MEGdSTpy5LWS1oj6Q1JtzmS1uXdrq4rTjOz/dHpCaVwoOKs80ilD/i7iDgeeCNwuaQTSnXOA6bln/nAVwEkdQHX591PAOY16NfMzDpMbUklIp6IiPvz5ueAh4FJpWoXAF+PzM+BoyUdC5wGrI+IRyNiJ7Akr2tmdlD4zGc+w4knnshJJ53EKaecwr333tvukCpxQK6pSJoCvB4oz7VJwONJe09e1qy80bDnS1opaWVvb29lMe+NWdfOast4D2anXvX1AzKe335yeqX1GjlQ09IJivm0r/NrqP7K83F/52vVy2XHhodarrt8+XJuueUW7r//ftasWcOPfvQjjjvuuErjaZfak4qkI4HvAB+KiGfLnRv0EkOU71kYsTAiZkTEjIkTK3t8jZlZbZ544gkmTJjAoYceCsCECRN45StfyapVqzjzzDM59dRTOffcc3niiSfYvHkzr33ta1m3bh0A8+bN42tf+1o7wx9SrUlF0hiyhPIvEfHdBlV6gDQ9dwMbhig3MxvxzjnnHB5//HFe85rX8P73v58777yTXbt2ceWVV/Ltb3+bVatWcfHFF/ORj3yEo446iuuuu473vve9LFmyhKeffppLL7203ZPQVG3/U1F2q8H/Bh6OiC80qbYUuELSEmAmsDkinpDUC0yTNBX4HTAX+Mu6YjUzO5COPPJIVq1axd13381PfvIT3vnOd/LRj36UtWvXcvbZZwOwe/dujj32WADOPvtsvvWtb3H55ZfzwAMPtDP0YdX558dZwEXAg5JW52V/D0wGiIgFwDLgfGA98Dzwvrxbn6QrgFuBLmBRRLR+wtLMrMN1dXUxe/ZsZs+ezfTp07n++us58cQTWb58+R51+/v7efjhhznssMPYtGkT3d3dbYi4NbUllYj4KY2vjaR1Ari8SbdlZEnHzOygsm7dOkaNGsW0adMAWL16Nccffzy33XYby5cv5/TTT2fXrl088sgjnHjiiXzxi1/k+OOP57Of/SwXX3wxy5cvr/1xK/vKj2kxMzvAtmzZwpVXXskzzzzD6NGjefWrX83ChQuZP38+H/jAB9i8eTN9fX186EMfYsyYMdxwww3cd999jBs3jje96U18+tOf5hOf+ES7J6MhJxUzswPs1FNP5Z577tmjfMKECdx11117lD/88MMvNH/hC80uUXcGP/vLzMwq46RiZmaVcVIxM7PKOKmYmVllnFTMzKwyTipmZlYZ31JsZlaRqp98vOpz7xm2jiTe/e53841vfAOAvr4+jj32WGbOnMktt9xSaTyt8JGKmdkIdsQRR7B27Vq2bdsGwO23386kSQ3fFHJAOKmYmY1w5513Ht///vcBWLx4MfPmzWtbLE4qZmYj3Ny5c1myZAnbt29nzZo1zJw5s22xOKmYmY1wJ510Eo899hiLFy/m/PPPb2ssvlBvZnYQeOtb38qHP/xh7rjjDjZu3Ni2OJxUzMwOAhdffDFHHXUU06dP54477mhbHE4qZmYVaeUW4Lp0d3fzwQ9+sG3jL9T5OuFFwJuBJyPidQ26XwW8K4njeGBiRGyS9BjwHLAb6IuIGXXFaWY2km3ZsmWPsuKNku1Q54X6G4E5zTpGxOci4pSIOAX478CdEbEpqXJW3t0JxcxshKgtqUTEXcCmYStm5gGL64rFzMwOjLbfUizpcLIjmu8kxQHcJmmVpPnticzMzPZWJ1yofwvws9Kpr1kRsUHSy4HbJf0qP/LZQ5505gNMnjy5/mjNzKypth+pAHMpnfqKiA3595PATcBpzXqOiIURMSMiZkycOLHWQM3MbGhtTSqSjgLOBL6XlB0haVzRDJwDrG1PhGZmtjfqvKV4MTAbmCCpB/gYMAYgIhbk1d4G3BYRW5NejwFuklTE982I+GFdcZqZVeW3n5xe6fAmX/PgsHW6urqYPn1gvDfffDNTpkypNI69UVtSiYhhH5MZETeS3Xqclj0KnFxPVGZmB5fDDjuM1atXtzuMF3TCNRUzMztIdMLdX2Zmto+2bdvGKaecAsDUqVO56aab2hqPk4qZ2Qjm019mZnbQclIxM7PK+PSXmVlFWrkF+GDnIxUzsxGs0aPv28lJxczMKuOkYmZmlXFSMTOzyjipmJlZZZxUzMysMk4qZmZWGf9PxcysIrOunVXp8H525c+GrXPkkUd21G3FPlIxM7PKOKmYmVllnFTMzKwytSUVSYskPSmp4fvlJc2WtFnS6vxzTdJtjqR1ktZLurquGM3MrFp1HqncCMwZps7dEXFK/vkkgKQu4HrgPOAEYJ6kE2qM08zMKlJbUomIu4BN+9DracD6iHg0InYCS4ALKg3OzMxq0e5bik+X9ACwAfhwRDwETAIeT+r0ADObDUDSfGA+wOTJk2sM1cxsaK3cAnywa+eF+vuBP4qIk4FrgZvzcjWoG80GEhELI2JGRMyYOHFi9VGamXWwTvqPCrQxqUTEsxGxJW9eBoyRNIHsyOS4pGo32ZGMmZl1uLYlFUmvkKS8+bQ8lo3ACmCapKmSDgHmAkvbFaeZmbWutmsqkhYDs4EJknqAjwFjACJiAXAh8DeS+oBtwNyICKBP0hXArUAXsCi/1mJm1nEignz/uKNlm9f61ZZUImLeMN2vA65r0m0ZsKyOuMzMqjJ27Fg2btzI+PHj2x3KkCKCjRs3Mnbs2NrH1e67v8zMRqzu7m56enro7e2l75nfM3pz5z6kZOzYsXR3d9c+HicVM7N9NGbMGKZOnQrAbz/5DiZf82CbI2q/zk2rZmY24jipmJlZZZxUzMysMk4qZmZWGScVMzOrjJOKmZlVxknFzMwq46RiZmaVcVIxM7PKOKmYmVllnFTMzKwyTipmZlYZJxUzM6uMk4qZmVXGScXMzCpTW1KRtEjSk5LWNun+Lklr8s89kk5Ouj0m6UFJqyWtrCtGMzOrVp1HKjcCc4bo/mvgzIg4CfgUsLDU/ayIOCUiZtQUn5mZVazOd9TfJWnKEN3vSVp/DtT/nkszM6tVp1xT+WvgB0l7ALdJWiVp/lA9SpovaaWklb29vbUGaWZmQ2v7O+olnUWWVM5IimdFxAZJLwdul/SriLirUf8RsZD81NmMGTOi9oDNzKypth6pSDoJuAG4ICI2FuURsSH/fhK4CTitPRGamdneaFtSkTQZ+C5wUUQ8kpQfIWlc0QycAzS8g8zMzDpLbae/JC0GZgMTJPUAHwPGAETEAuAaYDzwFUkAffmdXscAN+Vlo4FvRsQP64rTzMyqU+fdX/OG6X4JcEmD8keBk/fsw8zMOl2n3P1lZmYHAScVMzOrjJOKmZlVxknFzMwq01JSkfTjVsrMzOzFbci7vySNBQ4nuy34pYDyTi8BXllzbGZmNsIMd0vxfwE+RJZAVjGQVJ4Frq8vLDMzG4mGTCoR8SXgS5KujIhrD1BMZmY2QrX058eIuFbSnwBT0n4i4us1xWVmZiNQS0lF0jeAVwGrgd15cQBOKmZm9oJWH9MyAzghIvxoeTMza6rV/6msBV5RZyBmZjbytXqkMgH4paT7gB1FYUS8tZaozMxsRGo1qXy8ziDMzOzg0OrdX3fWHYiZmY18rd799RzZ3V4Ah5C9bGtrRLykrsDMzGzkafVIZVzaLuk/4/fGm5lZyT49pTgibgb+bKg6khZJelJSw/fLK/NlSeslrZH0hqTbHEnr8m5X70uMZmZ24LV6+uvtSesosv+tDPeflRuB62j+B8nzgGn5ZybwVWCmpC6y54qdDfQAKyQtjYhfthKrmZm1T6t3f70lae4DHgMuGKqHiLhL0pQhqlwAfD3/Q+XPJR0t6ViyR8Gsz99Vj6QleV0nFTOzDtfS6a+IeF/yuTQiPhMRT+7nuCcBjyftPXlZs/KGJM2XtFLSyt7e3v0KaNa1szj1quZPnpl17ayG3836b1avKsW4yuMcqr1cv1F7q377yemDvofr/ttPTm9p3On8ala/0bSn7c1iaqZRrI2Gk05Ds/k2XGytxtIstr2NeaiYmqlrnSm0EnNRPty42hXrUOvYcOvG3sY23PIbLsZWYq5Kqy/p6pZ0U36N5A+SviOpez/HrQZlMUR5QxGxMCJmRMSMiRMn7mdIZma2P1q9UP/PwFKy96pMAv4tL9sfPcBxSXs3sGGIcjMz63CtJpWJEfHPEdGXf24E9vewYCnwnvwusDcCmyPiCWAFME3SVEmHAHPzumZm1uFavVD/lKR3A4vz9nnAxqF6kLQYmE32KuIe4GNkf5okIhYAy4DzgfXA88D78m59kq4AbgW6gEUR8dBeTJOZmbVJq0nlYrLbg79Idn3jHvIk0ExEzBumewCXN+m2jCzpmJnZCNJqUvkU8FcR8TSApJcBnydLNmZmZkDr11ROKhIKQERsAl5fT0hmZjZStZpURkl6adGSH6m0epRjZmYvEq0mhv8J3CPp22TXVN4BfKa2qMzMbERq9SnFX5e0kuwhkgLe7mdxmZlZWcunsPIk4kRiZmZN7dOj783MzBpxUjEzs8o4qZiZWWWcVMzMrDJOKmZmVhknFTMzq4yTipmZVcZJxczMKuOkYmZmlXFSMTOzyjipmJlZZWpNKpLmSFonab2kqxt0v0rS6vyzVtLu/LH6SHpM0oN5t5V1xmlmZtWo7Z0okrqA64GzgR5ghaSl6dONI+JzwOfy+m8B/jZ/AVjhrIh4qq4YzcysWnUeqZwGrI+IRyNiJ7AEuGCI+vOAxTXGY2ZmNaszqUwCHk/ae/KyPUg6HJgDfCcpDuA2SaskzW82EknzJa2UtLK3t7eCsM3MbF/VmVTUoCya1H0L8LPSqa9ZEfEG4DzgcklvatRjRCyMiBkRMWPixIn7F7GZme2XOpNKD3Bc0t4NbGhSdy6lU18RsSH/fhK4iex0mpmZdbA6k8oKYJqkqZIOIUscS8uVJB0FnAl8Lyk7QtK4ohk4B1hbY6xmZlaB2u7+iog+SVcAtwJdwKKIeEjSZXn3BXnVtwG3RcTWpPdjgJskFTF+MyJ+WFesZmZWjdqSCkBELAOWlcoWlNpvBG4slT0KnFxnbGZmVj3/o97MzCrjpGJmZpVxUjEzs8o4qZiZWWWcVMzMrDJOKmZmVhknFTMzq4yTipmZVcZJxczMKuOkYmZmlXFSMTOzyjipmJlZZZxUzMysMk4qZmZWGScVMzOrjJOKmZlVxknFzMwqU2tSkTRH0jpJ6yVd3aD7bEmbJa3OP9e02q+ZmXWe2l4nLKkLuB44G+gBVkhaGhG/LFW9OyLevI/9mplZB6nzSOU0YH1EPBoRO4ElwAUHoF8zM2uTOpPKJODxpL0nLys7XdIDkn4g6cS97BdJ8yWtlLSyt7e3irjNzGwf1ZlU1KAsSu33A38UEScD1wI370W/WWHEwoiYEREzJk6cuK+xmplZBepMKj3AcUl7N7AhrRARz0bElrx5GTBG0oRW+jUzs85TZ1JZAUyTNFXSIcBcYGlaQdIrJClvPi2PZ2Mr/ZqZWeep7e6viOiTdAVwK9AFLIqIhyRdlndfAFwI/I2kPmAbMDciAmjYb12xmplZNWpLKvDCKa1lpbIFSfN1wHWt9mtmZp3N/6g3M7PKOKmYmVllnFTMzKwyTipmZlYZJxUzM6uMk4qZmVXGScXMzCrjpGJmZpVxUjEzs8o4qZiZWWWcVMzMrDJOKmZmVhknFTMzq4yTipmZVcZJxczMKuOkYmZmlXFSMTOzytSaVCTNkbRO0npJVzfo/i5Ja/LPPZJOTro9JulBSaslrawzTjMzq0ZtrxOW1AVcD5wN9AArJC2NiF8m1X4NnBkRT0s6D1gIzEy6nxURT9UVo5mZVavOI5XTgPUR8WhE7ASWABekFSLinoh4Om/9OdBdYzxmZlazOpPKJODxpL0nL2vmr4EfJO0B3CZplaT5zXqSNF/SSkkre3t79ytgMzPbP7Wd/gLUoCwaVpTOIksqZyTFsyJig6SXA7dL+lVE3LXHACMWkp02Y8aMGQ2Hb2ZmB0adRyo9wHFJezewoVxJ0knADcAFEbGxKI+IDfn3k8BNZKfTzMysg9WZVFYA0yRNlXQIMBdYmlaQNBn4LnBRRDySlB8haVzRDJwDrK0xVjMzq0Btp78iok/SFcCtQBewKCIeknRZ3n0BcA0wHviKJIC+iJgBHAPclJeNBr4ZET+sK1YzM6tGnddUiIhlwLJS2YKk+RLgkgb9PQqcXC43M7PO5n/Um5lZZZxUzMysMk4qZmZWGScVMzOrjJOKmZlVxknFzMwq46RiZmaVcVIxM7PKOKmYmVllnFTMzKwyTipmZlYZJxUzM6uMk4qZmVXGScXMzCrjpGJmZpVxUjEzs8o4qZiZWWVqTSqS5khaJ2m9pKsbdJekL+fd10h6Q6v9mplZ56ktqUjqAq4HzgNOAOZJOqFU7TxgWv6ZD3x1L/o1M7MOU+eRymnA+oh4NCJ2AkuAC0p1LgC+HpmfA0dLOrbFfs3MrMMoIuoZsHQhMCciLsnbLwJmRsQVSZ1bgH+MiJ/m7T8G/hswZbh+k2HMJzvKAXgtsBF4CpiQlxXNI+17JMY+EmN27I79xRDzULEfERETqUpE1PIB/gK4IWm/CLi2VOf7wBlJ+4+BU1vpd4jxriy+0+aR9t0JMbwYYnbsjv3FEPNwsVf5GU19eoDjkvZuYEOLdQ5poV8zM+swdV5TWQFMkzRV0iHAXGBpqc5S4D35XWBvBDZHxBMt9mtmZh2mtiOViOiTdAVwK9AFLIqIhyRdlndfACwDzgfWA88D7xuq3xZHvbD03ahspHx3Qgwvhpgdu2N/McQ8VOyVqe1CvZmZvfj4H/VmZlYZJxUzM6tMnXd/7RNJc4AvkV1LuQFYDXwNOAZ4Fvg88EayazEiS4zKP4XdQOTDSMv3RzQZVrNyGxmGWn6dvmx3k63jeyOA/ib9FefCO3Wa+9m3HeFOX46taDbt+zttjZb5/wN+A7yJbB07NBnPdyPiz4caYEcdqTR6PAtZQukHppPdVnw5cC7wOrKJ7Mu/+/NPMZNGAdvz5t35d3/STKm5LBhITv0MzPRdpXr9SXn5AlWj4Rf9R/7ZNUwcRbd1ybgAdgwzrp3A08m4UsW0lQ11gS2S78eblG/Nm/vz8ReeT5rTaXg2768v/xTLJ0r9Q7Ys0/iK4RT1+5Lyv2fwulCeb/1Js0p1C9/Kx9nP4P7TeACeybv3Jt36kuZ02iGbrmLadud1n0u6byrVLZbV1lKM6TJsttw2MnjaAtjG4N99Om3pOHY1qZOOe1epWz/Z9O4u9dfHnvMhkk8h7a883xsth75Se5D9TtJh7mTwetCf1O1P6qTjKYZdzINiOot5ublJDOX1rehW3maU66d2MXgdCLJ1q9G0Ft/b8uatDbo/kcS8M+n2FNkyWZSX9QAPkf0mxuVl/xf4Y7IbqT6bD+sfmkzLCzoqqbDn41nuIZsBv4qIdcBiYAzZD/nM/LvYKGwgWym3k03Xb8gy7LNke2WP5HWLH3CxgqQLJ/3sJpvpxdFQUWdL0kzSvDWvm5aPKtXtZ/DR4W4a72WkG/xihZmUTCsMXoFgzyO1rXmskdRP90rKG+1GK3h/g+5PA4cxeCPez8DGuqjXldQpz9uizvP59O0im1fbGPixbyyNd1XSrZzw+/L+I4/jcLJ1o5w8+/K4/pC3j0riL4ZXjLP4x/Eo9twRiKRsbN78k2R+7E7qFcuv6H9zMp5deTw7GTzcdN7uIFuHD2Ug+ab9pvMondYge7xRef3aROONc5D9torYNzIw/9JhFPP8aeD3DN7Y9edlxbwplsmz+XjLOzLFOlxM+5akuY9s/hexltfvNO50fo6juaJumliKdadsZz7OLQyc8Uh3ZIoYynEV86sv6VbeDsDAeryDwevpNrJ525/UE3uuRyT9jSWbv2MYPD+CgWVwKIOT268Z2BaJbFk8lU9rUZ7ufJV3apqr+t+U+/MBLmTwP+m/TLZXfEPefhHZj/LXZKfBfpVPcB9ZVt3OwN7ZQ/n3owzegyn2Ooq90HRFK7c32hiWy5vVSzd8VX6K8W1voe7upP7WUrffDRP7UMPcweCNenneFeXbGpTtYOCorjx/ig1yf1Kn+DxXqjfUctzZoP/0B1yO9ZdNln8x/L1ZLvuzTINsPU7bt+TTXsz3fgbHN9QwNzVZfkOt242WZ6P6u/K4yvGU6+7Kl8eOBuN6nMa/kR0MJKyh1qfyNO1mz5ifaTKOoWIur4vlYe7Nsm51OzLUtuI5Gq/PUZpHzboPF2/RfRfZdmIb2dNNtpIdJRXLZDNwyXDb8U47UinvVQ11rnC484hRai+y+Pa839EMntnpUUbx3V9qL+qlGT/tL92bSPsvtxffjzGw4haKUyJFvWKFS8cP2ZFYeRpTOxg8jw5h8ApU7I2Upzn9DvYcR5DNy2LdKf8YUofm3YujomK+F/U2MbA32sfAvEiPfIpxFkdXRVkR/1YGbxz68n5Hky3rbew533+XfxfjPDYffjqfi4QyhoENYrHcVzF4rzvdmy+GWcyPLQy2icaK4b2KwfPyUOCIvHlMEl+6rj1J41MsP0/qF8Mrr1vlGMpHJSRlRfsfyObvYUl5P3Adg0+JBdme77+QbZzKv4dXlGIomscwsI6l3ceS7RyuKJUXR5zFqcT0d3Jo3ryebIfz2dK4+hk8zcX8UV43PX2WngJPx18su42l8k3sedqqGHex3diS959Ow1PJcHaRzefdDBx9p6e+Gx0FFTFtLnUrflN9wL/n07aVxkchO4DJZE8z+Q9k69vzwKclvaTBNO0RUKcoP7al2AAVZd1kEzeW7ChlAgMX6ceSTU+xoh+e9zs+by82bMVC7mJgQaaHqcUCLw4J036K7+LHDYMXxiGl6SknvlGl78l5/+ly6GLgtMY2spWj2DClw3t1qb38gy1WWiXtRUIV2YaqOEwvS1fo8mnCPgZOTUE2X58j+6Nq+XSI8mlJT9WNyssiqVtccC7O9wfZ8kx/zMXGOJ2mYmOW3qwxhoFlv42BnQnINjCQJZFimrqA4keSng7oIluXRjGwYSqW++sY2JAUR0rp6cRRDGygf5/ECvAD9vwBF+MrmovElJ6CKroV40pPr4xm8Gm1YnzFfEjXk2J+jCKbp48zeD5vJPsdbmHwfCZpn8Ce6226s1LUL3YSJpElEJLyIu70hoH09NLRDD59WnSfCpzMnr+tLrLf37hSt+L05CjgKAa2D880mIZ0Gsnr/yZpL3YsukplxXexPhZ6Gdi5SXe80vk6ujSM9LR7MV0iWwePTprTZV3+7Rf9HcXAdo58XKPy75kMrO+Hkq1TxTw8FJgNfCkidkTEvwMP5+P/HfCaBuMb0O5TXqXTX6PJTldNzSfuAbIV/Lf5hKwh+xFsI3sicbFXWiyMYiUufpRbkm7F4Wx6GNnssL7cvXwYXu6nGP7OUvmvS/0UMRbNT5OtQM1ONRTjLTZc6R5weVyNTjuU2/saDHu4Q+PyeHYzsCcVefOOfFo2l+oVzVublG9O4niagaO0cr2ivRxLkO1NFqeGirKf5d8P5NOXnqvvZ/B8bTSNQZYot+bz7c5STM8k863Rck/n85ZSv+VTUul1pOK7qPsdsqOCtPs2Bo7YysMoz6+tSSzFaZD0FOBOBm/wHsnHt7k0rKcYHEP5lEsx/3eV6hXLvRxvo09/g+Gmnx1k24LeJvWKU2x/KI3rd2TrSBHbc0n9Rut5ut79vsGyKddJf2fPN5gv/fn4hzp11l/qp3yqt9m6n8ZQXpab8vmxIVlmf0jG8WTe/fm8v11kR4HbgHuB28i2sRPJdmCfIfuNPgm8bKjteMf9o17S+cD/In88C/ALssPncWQr+xeAd5LtLRbBl28pTsvrFgdoPJ06fht5iqO7g8WL+TfQbNqLMzDDzZdG68LTDBwhjWXwzUWbgfsi4txmA+y4pGJmZiPXwbS3YmZmbeakYmZmlXFSMTOzyjipmJlZZZxUzMysMk4qdtCRdIekc0tlH5L0FUlvlXR1u2LbX5LuaaHOY5ImNCifLelP6onMLOOkYgejxcDcUtlcYHFELI2If6xjpJJqf5VEROxPUpgNOKlYrZxU7GD0beDNkg4FkDQFeCXwU0nvlXRdXv4XktZKekDSXXlZl6TPS3pQ0hpJV+blp0q6U9IqSbdKOjYvv0PSZyXdCXxQ0lsk3SvpF5J+JOmYcnCSlkk6KW/+haRr8uZPSbokb75K0oo8hk8k/W7Jv0flR14PSbolH+aFyWiulHR/Ph1/nM+Dy4C/lbRa0p9WOL/NXtBxL+ky218RsVHSfcAc4HtkRyn/GhEhDfqD8TXAuRHxO0lH52XzyR4T9PqI6JP0MkljgGuBCyKiV9I7gc8AF+f9HB0RZwJIeinwxnxclwD/Ffi7Uoh3AX8q6TGyx2fMysvPAP6PpHOAaWSvghCwVNKbIuKuZBhvB6aQvWfo5WTPZlqUdH8qIt4g6f3AhyPiEkkLgC0R8flW56XZ3vKRih2s0lNgc/P2sp8BN0q6lIGHBP5HYEFE9AFExCayZyC9Drhd0mrgo2QPNy38a9LcDdwq6UHgKuDEBuO9m+ytemcA3weOlHQ4MCV/b9A5+ecXwP1kL0qaVhrGGcC3IqI/In7PwPtcCt/Nv1eRJR+zA8JHKnawuhn4gqQ3AIdFxP3lChFxmaSZwH8CVks6hT1ftEZe9lBEnN5kXOlTmK8FvhARSyXNBj7eoP4KYAbZw1NvJ3vq76VkCaAY3z9ExD8NMX3DPdOpeDz6bvw7twPIRyp2UIqILcAdZKeEGh2lIOlVEXFvRFxD9iTe48ieznpZcdFd0svInt46UdLpedkYSY2OQCB73Hjxvpa/ahLbTrKnbb+D7J0ndwMfzr8he43AxZKOzMc3SdLLS4P5KfDn+bWVY8guwg/nOYZ+M6LZfnNSsYPZYrJ3byxp0v1z+YXstWTXOR4AbiB71cIaSQ8Af5kngQuB/5GXrab5XVQfB74l6W6yRNXM3cAfIuL5vLk7/yYibgO+CSzPT6N9mz2TwXfIHgW/FvgnsseVb2Zo/wa8zRfqrU5+SrHZCCXpyIjYImk8cB8wK7++YtY2PtdqNnLdkt+1dgjwKScU6wQ+UjEzs8r4moqZmVXGScXMzCrjpGJmZpVxUjEzs8o4qZiZWWX+P24HRQeCBXH1AAAAAElFTkSuQmCC)

**4. Perform descriptive statistics on the dataset.**

In [97]:

ds**.**describe()

Out[97]:

|  | **Length** | **Diameter** | **Height** | **Whole weight** | **Shucked weight** | **Viscera weight** | **Shell weight** | **Rings** | **Age** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **count** | 4177.000000 | 4177.000000 | 4177.000000 | 4177.000000 | 4177.000000 | 4177.000000 | 4177.000000 | 4177.000000 | 4177.000000 |
| **mean** | 0.523992 | 0.407881 | 0.139516 | 0.828742 | 0.359367 | 0.180594 | 0.238831 | 9.933684 | 11.433684 |
| **std** | 0.120093 | 0.099240 | 0.041827 | 0.490389 | 0.221963 | 0.109614 | 0.139203 | 3.224169 | 3.224169 |
| **min** | 0.075000 | 0.055000 | 0.000000 | 0.002000 | 0.001000 | 0.000500 | 0.001500 | 1.000000 | 2.500000 |
| **25%** | 0.450000 | 0.350000 | 0.115000 | 0.441500 | 0.186000 | 0.093500 | 0.130000 | 8.000000 | 9.500000 |
| **50%** | 0.545000 | 0.425000 | 0.140000 | 0.799500 | 0.336000 | 0.171000 | 0.234000 | 9.000000 | 10.500000 |
| **75%** | 0.615000 | 0.480000 | 0.165000 | 1.153000 | 0.502000 | 0.253000 | 0.329000 | 11.000000 | 12.500000 |
| **max** | 0.815000 | 0.650000 | 1.130000 | 2.825500 | 1.488000 | 0.760000 | 1.005000 | 29.000000 | 30.500000 |

**5. Check for Missing values and deal with them.**

In [98]:

ds**.**info()

RangeIndex: 4177 entries, 0 to 4176

Data columns (total 10 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 Sex 4177 non-null object

1 Length 4177 non-null float64

2 Diameter 4177 non-null float64

3 Height 4177 non-null float64

4 Whole weight 4177 non-null float64

5 Shucked weight 4177 non-null float64

6 Viscera weight 4177 non-null float64

7 Shell weight 4177 non-null float64

8 Rings 4177 non-null int64

9 Age 4177 non-null float64

dtypes: float64(8), int64(1), object(1)

memory usage: 326.5+ KB

In [180]:

ds**.**isnull()**.**sum()

Out[180]:

Sex 0

Length 0

Diameter 0

Height 0

Whole weight 0

Shucked weight 0

Viscera weight 0

Shell weight 0

Rings 0

Age 0

dtype: int64

In [100]:

ds**.**notnull()

Out[100]:

|  | **Sex** | **Length** | **Diameter** | **Height** | **Whole weight** | **Shucked weight** | **Viscera weight** | **Shell weight** | **Rings** | **Age** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | True | True | True | True | True | True | True | True | True | True |
| **1** | True | True | True | True | True | True | True | True | True | True |
| **2** | True | True | True | True | True | True | True | True | True | True |
| **3** | True | True | True | True | True | True | True | True | True | True |
| **4** | True | True | True | True | True | True | True | True | True | True |
| **...** | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| **4172** | True | True | True | True | True | True | True | True | True | True |
| **4173** | True | True | True | True | True | True | True | True | True | True |
| **4174** | True | True | True | True | True | True | True | True | True | True |
| **4175** | True | True | True | True | True | True | True | True | True | True |
| **4176** | True | True | True | True | True | True | True | True | True | True |

4177 rows × 10 columns

**6. Find the outliers and replace them outliers**

In [101]:

*#occurence of outliers*

*#a data point in a data set that is distant from all other observations*

sns**.**boxplot(ds**.**Diameter)

/home/lokesh/anaconda3/lib/python3.9/site-packages/seaborn/\_decorators.py:36: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.

warnings.warn(

Out[101]:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWAAAAEGCAYAAABbzE8LAAAAOXRFWHRTb2Z0d2FyZQBNYXRwbG90bGliIHZlcnNpb24zLjUuMSwgaHR0cHM6Ly9tYXRwbG90bGliLm9yZy/YYfK9AAAACXBIWXMAAAsTAAALEwEAmpwYAAANqElEQVR4nO3df2yc9X3A8ffHMVsDoV1JgErJOi91KtoCXVeXadHUeSxIaZjUogZtWljSrQJ10kwg69QpRGWoZJMmjY0FUBWiqYkQQgpby9K52aDQVeqPqU5HCqzpuGVJR6at4GyQOIzGyXd/3NmxjSPf2b773Dnvl2TJvntyz+eb8715eO5HopSCJKn1urIHkKQLlQGWpCQGWJKSGGBJSmKAJSlJdyMbL1u2rPT09DRpFElamA4cOPBKKeXyqZc3FOCenh6GhobmbypJugBExNHpLvcUhCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUhIDLElJDLAkJTHAkpTEAEtSEgMsSUkMsCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUpKG/k04qd3s2LGDSqWSPcabHDt2DIDly5e3bJ+9vb0MDAy0bH+aOwOsjlapVHj2+e9z5uLLskeZZNGpVwH4rzda8xBbdOp4S/aj+WWA1fHOXHwZr1+1LnuMSRYfGgRo2Vxj+1Nn8RywJCUxwJKUxABLUhIDLElJDLAkJTHAkpTEAEtSEgMsSUkMsCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUhIDLElJDLAkJTHAkpTEAEtSEgMsSUkMsCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUhIDLElJDLAkJTHAkpTEAEtSEgMsSUkMsCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUhIDLElJDLAkJTHADdqxYwc7duzIHkNSizTzMd/dlFtdwCqVSvYIklqomY95j4AlKYkBlqQkBliSkhhgSUpigCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElKYoAlKYkBlqQkBliSkhhgSUpigCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElKYoAlKYkBlqQkBliSkhhgSUpigCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElKYoAlKYkBlqQkLQnw8PAwt99+O8PDw/NyO5VKZfz2KpUKN954I48++ij9/f0888wzPP300+Pfj12/a9cu+vv72bdvHw8//DD9/f3ceuut9Pf38+CDD/LEE0/Q39/PAw88wPXXX8+BAwfGL9u3bx9bt26lv7+fw4cPz9PfiqQLXXcrdrJ7926ee+459uzZw5133jnn27n33ns5evQoe/bs4eDBg4yMjLBz504Atm/fPr799u3bWbFiBSMjIzzyyCMA3HfffZRSAHjxxRcB2Lt3LxEBwOOPPw7A3XffzcjIyJv+zIkTJ2Y9vyRN1PQj4OHhYfbv308phf3798/6KHji7Rw5coRSCoODgxw5cmTSdqOjo4yOjo5/P/X6sZBONfXykydPjl829TqPgiXNh6YfAe/evZuzZ88CcObMmVkfBU+8nTGnT5+elxkbdeLECTZv3pyyb01WqVTo+vH0/1G9kHT932tUKv5eNkOlUmHx4sVNue0Zj4Aj4raIGIqIoZdffrnhHTz11FOTjkiffPLJxqeccjuStBDMeARcStkJ7ATo6+tr+FBjzZo1DA4OMjo6Snd3NzfccMMsxpx8O+3g/vvvzx5BwObNmzlw+L+zx0h39i1vpXfllf5eNkEz/6+i6eeAN23aRFdXdTeLFi1i48aNc76dMRdddNGc55uNSy+9NGW/khaWpgd46dKlrF27lohg7dq1LF26dM6309PTQ0Swbt06enp6Jm3X3d1Nd3f3+PdTrx97tcNUUy9fsmTJ+GVTr1u5cuWs1iBJE7XkdcCbNm3immuumfXR79Tb2bZt2/jtbdu2jUsuuYTbbrsNgLvuuoutW7eOfz92/S233ALAli1b2LBhAwCrVq0C4Oabb+aOO+4AYP369XR1dXHPPfeMX7ZlyxZWr14NePQraf7E+V6WNZ2+vr4yNDTUxHHa39j5IM+1tYexc8CvX7Uue5RJFh8aBGjZXIsPDfJBzwE3xXw85iPiQCmlb+rlvhVZkpIYYElKYoAlKYkBlqQkBliSkhhgSUpigCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElKYoAlKYkBlqQkBliSkhhgSUpigCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElKYoAlKYkBlqQkBliSkhhgSUpigCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElK0p09QKfp7e3NHkFSCzXzMW+AGzQwMJA9gqQWauZj3lMQkpTEAEtSEgMsSUkMsCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUhIDLElJDLAkJTHAkpTEAEtSEgMsSUkMsCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUhIDLElJDLAkJTHAkpTEAEtSEgMsSUkMsCQlMcCSlMQAS1ISAyxJSQywJCUxwJKUxABLUhIDLElJDLAkJTHAkpTEAEtSEgMsSUkMsCQl6c4eQJqrRaeOs/jQYPYYkyw6NQzQsrkWnToOXNmSfWn+GGB1tN7e3uwRpnXs2CgAy5e3KopXtu3fhc7PAKujDQwMZI8gzZrngCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElKYoAlKYkBlqQkBliSkhhgSUpigCUpiQGWpCQGWJKSGGBJSmKAJSmJAZakJAZYkpIYYElKEqWU+jeOeBk42rxxZm0Z8Er2EPPEtbSnhbQWWFjr6YS1/Ewp5fKpFzYU4HYVEUOllL7sOeaDa2lPC2ktsLDW08lr8RSEJCUxwJKUZKEEeGf2APPItbSnhbQWWFjr6di1LIhzwJLUiRbKEbAkdRwDLElJOirAEbE2In4QEZWI+MNprr8qIr4VEW9ExKczZqxXHWvZEBHfq319MyLenzFnPepYy0dr63g2IoYi4pcy5qzHTGuZsN2HIuJMRKxv5XyNqON+6Y+IV2v3y7MR8dmMOetRz/1SW8+zEfFCRPxjq2eclVJKR3wBi4B/A1YCPwEcBN47ZZsrgA8B24FPZ888x7WsBt5e+/4jwD9lzz2HtSzh3PMN1wKHsuee7VombPc0MAisz557DvdLP/Dl7FnnaS0/BfwL8M7az1dkz13PVycdAV8HVEoph0spPwYeAz46cYNSyo9KKd8BTmcM2IB61vLNUsr/1H78NrCixTPWq561nCy1RwVwCdCuz/zOuJaaAeCvgR+1crgG1buWTlDPWn4T+JtSyg+h2oIWzzgrnRTg5cB/TPj5pdplnajRtXwS+EpTJ5q9utYSETdFxCHg74DfadFsjZpxLRGxHLgJ+HwL55qNen/HfjEiDkbEVyLifa0ZrWH1rOXdwNsj4msRcSAiNrZsujnozh6gATHNZe16JDWTutcSEb9CNcDtet60rrWUUr4IfDEiPgx8DljT7MFmoZ61/AXwmVLKmYjpNm8b9azlu1Q/o+BkRKwDvgSsavZgs1DPWrqBDwK/CiwGvhUR3y6l/Guzh5uLTgrwS8BPT/h5BfCfSbPMVV1riYhrgV3AR0opwy2arVEN3S+llK9HxLsiYlkppd0+QKWetfQBj9XiuwxYFxGjpZQvtWTC+s24llLKaxO+H4yIhzr4fnkJeKWUMgKMRMTXgfcDbR3g9JPQDZyI7wYOAz/LuRPx7zvPtn9Eez8JN+NagHcCFWB19rzzsJZezj0J9/PAsbGf2+mrkd+x2vZfoH2fhKvnfnnHhPvlOuCHnXq/AO8Bvlrb9mLgeeDq7Nln+uqYI+BSymhE/B7w91SfFf2rUsoLEfGp2vWfj4h3AEPAW4GzEXEH1WdLXzvf7WaoZy3AZ4GlwEO1o63R0oaf+FTnWj4ObIyI08DrwK+X2qOmndS5lo5Q51rWA78bEaNU75ff6NT7pZTy/YjYD3wPOAvsKqU8nzd1fXwrsiQl6aRXQUjSgmKAJSmJAZakJAZYkpIYYElKYoDVUrVPEBv7xKqDEbElIrpq1/VFxF82ef8fi4j3NnMfUr18GZpaKiJOllKW1L6/AngU+EYp5e4W7f8LVD8B7PEG/kx3KWW0eVPpQmWA1VITA1z7eSXwHapv6/1lqu9g/LWIuI7q5y4spvomgd8upfwgIj4BfIzqC/KvBv6M6rujfgt4A1hXSjkeEe8CHgQuB04BtwKXAV8GXq19fbw2xqTtSimHaqE+DnwA+G4p5feb8fehC1vHvBNOC1Mp5XDtFMQVU646BHy49i6oNcAfcy6YV1MN41uovl37M6WUD0TEnwMbqYZ7J/CpUsqLEfELwEOllOsj4m+ZcAQcEV+duh1wfW0/7wbWlFLONGf1utAZYLWD6T7t6m3A7ohYRfWTry6acN0zpZQTwImIeBXYV7v8OeDaiFhC9QPt9074xLKffNNOZ95ur/FVMxlgpaqdgjhD9cPN3zPhqs9RDe1NEdEDfG3CdW9M+P7shJ/PUv2d7gL+t5TyczPsfqbtRmZegTR7vgpCaSLicqofbP7ANB8C8zaqn5oG8IlGbrf24Uv/HhE31/YTE/5NvRPApXVsJzWdAVarLR57GRrwFPAPwD3TbPenwJ9ExDeoPuHWqA3AJyPiIPAC5/4Jm8eAP4iIf649UXe+7aSm81UQkpTEI2BJSmKAJSmJAZakJAZYkpIYYElKYoAlKYkBlqQk/w+wRdoAseEo5gAAAABJRU5ErkJggg==)

In [102]:

Q1**=** ds**.**Diameter**.**quantile(0.25)

Q3**=**ds**.**Diameter**.**quantile(0.75)

IQR**=**Q3**-**Q1 *#spread the middle values are*

upper\_limit **=**Q3 **+** 1.5**\***IQR

lower\_limit **=**Q1 **-** 1.5**\***IQR

ds['Diameter'] **=** np**.**where(ds['Diameter']**>**upper\_limit,30,ds['Diameter'])

sns**.**boxplot(ds**.**Diameter)

/home/lokesh/anaconda3/lib/python3.9/site-packages/seaborn/\_decorators.py:36: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.

warnings.warn(

Out[102]:

![](data:image/png;base64,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)

**7. Check for Categorical columns and perform encoding.**

In [183]:

**from** sklearn.preprocessing **import** LabelEncoder

le **=** LabelEncoder()

ds1['Sex'] **=** le**.**fit\_transform(ds1['Sex'])

ds1

*# 0 = female, 1 = infant, 2 = male*

Out[183]:

|  | **Sex** | **Length** | **Diameter** | **Height** | **Whole weight** | **Shucked weight** | **Viscera weight** | **Shell weight** | **Rings** | **Age** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 2 | 0.455 | 0.365 | 0.095 | 0.5140 | 0.2245 | 0.1010 | 0.150 | 15 | 16.5 |
| **1** | 2 | 0.350 | 0.265 | 0.090 | 0.2255 | 0.0995 | 0.0485 | 0.070 | 7 | 8.5 |
| **2** | 0 | 0.530 | 0.420 | 0.135 | 0.6770 | 0.2565 | 0.1415 | 0.210 | 9 | 10.5 |
| **3** | 2 | 0.440 | 0.365 | 0.125 | 0.5160 | 0.2155 | 0.1140 | 0.155 | 10 | 11.5 |
| **4** | 1 | 0.330 | 0.255 | 0.080 | 0.2050 | 0.0895 | 0.0395 | 0.055 | 7 | 8.5 |
| **...** | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| **195** | 2 | 0.500 | 0.405 | 0.155 | 0.7720 | 0.3460 | 0.1535 | 0.245 | 12 | 13.5 |
| **196** | 0 | 0.505 | 0.410 | 0.150 | 0.6440 | 0.2850 | 0.1450 | 0.210 | 11 | 12.5 |
| **197** | 2 | 0.640 | 0.500 | 0.185 | 1.3035 | 0.4445 | 0.2635 | 0.465 | 16 | 17.5 |
| **198** | 2 | 0.560 | 0.450 | 0.160 | 0.9220 | 0.4320 | 0.1780 | 0.260 | 15 | 16.5 |
| **199** | 2 | 0.585 | 0.460 | 0.185 | 0.9220 | 0.3635 | 0.2130 | 0.285 | 10 | 11.5 |

200 rows × 10 columns

**8. Split the data into dependent and independent variables.**

In [184]:

*#Splitting the Dataset into the Independent Feature Matrix*

x **=** ds1**.**iloc[:, 0:9]

x

Out[184]:

|  | **Sex** | **Length** | **Diameter** | **Height** | **Whole weight** | **Shucked weight** | **Viscera weight** | **Shell weight** | **Rings** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 2 | 0.455 | 0.365 | 0.095 | 0.5140 | 0.2245 | 0.1010 | 0.150 | 15 |
| **1** | 2 | 0.350 | 0.265 | 0.090 | 0.2255 | 0.0995 | 0.0485 | 0.070 | 7 |
| **2** | 0 | 0.530 | 0.420 | 0.135 | 0.6770 | 0.2565 | 0.1415 | 0.210 | 9 |
| **3** | 2 | 0.440 | 0.365 | 0.125 | 0.5160 | 0.2155 | 0.1140 | 0.155 | 10 |
| **4** | 1 | 0.330 | 0.255 | 0.080 | 0.2050 | 0.0895 | 0.0395 | 0.055 | 7 |
| **...** | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| **195** | 2 | 0.500 | 0.405 | 0.155 | 0.7720 | 0.3460 | 0.1535 | 0.245 | 12 |
| **196** | 0 | 0.505 | 0.410 | 0.150 | 0.6440 | 0.2850 | 0.1450 | 0.210 | 11 |
| **197** | 2 | 0.640 | 0.500 | 0.185 | 1.3035 | 0.4445 | 0.2635 | 0.465 | 16 |
| **198** | 2 | 0.560 | 0.450 | 0.160 | 0.9220 | 0.4320 | 0.1780 | 0.260 | 15 |
| **199** | 2 | 0.585 | 0.460 | 0.185 | 0.9220 | 0.3635 | 0.2130 | 0.285 | 10 |

200 rows × 9 columns

In [185]:

*#Extracting the Dataset to Get the Dependent Vector*

y **=** ds1**.**iloc[:,9:10]

print(y)

Age

0 16.5

1 8.5

2 10.5

3 11.5

4 8.5

.. ...

195 13.5

196 12.5

197 17.5

198 16.5

199 11.5

[200 rows x 1 columns]

**9. Scale the independent variables**

In [114]:

*#scaling the independent variables using scale and MinMaxScaler*

**from** sklearn.preprocessing **import** scale

**from** sklearn.preprocessing **import** MinMaxScaler

mm **=** MinMaxScaler()

x\_scaled **=** mm**.**fit\_transform(x)

y\_scaled **=** mm**.**fit\_transform(y)

In [115]:

x\_scaled

Out[115]:

array([[1. , 0.51351351, 0.52808989, ..., 0.17680075, 0.14070352,

0.64705882],

[1. , 0.32432432, 0.30337079, ..., 0.07857811, 0.06030151,

0.17647059],

[0. , 0.64864865, 0.65168539, ..., 0.2525725 , 0.20100503,

0.29411765],

...,

[1. , 0.84684685, 0.83146067, ..., 0.4808232 , 0.45728643,

0.70588235],

[1. , 0.7027027 , 0.71910112, ..., 0.32086062, 0.25125628,

0.64705882],

[1. , 0.74774775, 0.74157303, ..., 0.38634238, 0.27638191,

0.35294118]])

In [116]:

y\_scaled

Out[116]:

array([[0.64705882],

[0.17647059],

[0.29411765],

[0.35294118],

[0.17647059],

[0.23529412],

[0.94117647],

[0.70588235],

[0.29411765],

[0.88235294],

[0.58823529],

[0.35294118],

[0.41176471],

[0.35294118],

[0.35294118],

[0.47058824],

[0.17647059],

[0.35294118],

[0.17647059],

[0.29411765],

[0.41176471],

[0.35294118],

[0.47058824],

[0.29411765],

[0.35294118],

[0.41176471],

[0.41176471],

[0.47058824],

[0.64705882],

[0.41176471],

[0.35294118],

[0.64705882],

[0.82352941],

[0.88235294],

[0.52941176],

[0.23529412],

[0.70588235],

[0.23529412],

[0.41176471],

[0.29411765],

[0.29411765],

[0.58823529],

[0.05882353],

[0.05882353],

[0. ],

[0.17647059],

[0.29411765],

[0.17647059],

[0.11764706],

[0.29411765],

[0.23529412],

[0.17647059],

[0.35294118],

[0.35294118],

[0.17647059],

[0.23529412],

[0.23529412],

[0.23529412],

[0. ],

[0.17647059],

[0.17647059],

[0.29411765],

[0.35294118],

[0.17647059],

[0.23529412],

[0.23529412],

[0.47058824],

[0.52941176],

[0.35294118],

[0.11764706],

[0.52941176],

[0.23529412],

[0.94117647],

[0.41176471],

[0.52941176],

[0.64705882],

[0.29411765],

[0.35294118],

[0.41176471],

[0.58823529],

[0.29411765],

[0.47058824],

[0.70588235],

[1. ],

[0.58823529],

[0.47058824],

[0.52941176],

[0.35294118],

[0.29411765],

[0.47058824],

[0.64705882],

[0.47058824],

[0.52941176],

[0.35294118],

[0.64705882],

[0.58823529],

[0.29411765],

[0.23529412],

[0.17647059],

[0.35294118],

[0.17647059],

[0.64705882],

[0.64705882],

[0.35294118],

[0.47058824],

[0.47058824],

[0.41176471],

[0.35294118],

[0.29411765],

[0.29411765],

[0.29411765],

[0.29411765],

[0.29411765],

[0.29411765],

[0.41176471],

[0.41176471],

[0.41176471],

[0.35294118],

[0.29411765],

[0.23529412],

[0.29411765],

[0.17647059],

[0.58823529],

[0.11764706],

[0.11764706],

[0.05882353],

[0.11764706],

[0.23529412],

[0.88235294],

[0.82352941],

[0.76470588],

[0.29411765],

[0.17647059],

[0.17647059],

[0.17647059],

[0.23529412],

[0.17647059],

[0.29411765],

[0.29411765],

[0.29411765],

[0.35294118],

[0.35294118],

[0.70588235],

[0.41176471],

[0.35294118],

[0.35294118],

[0.35294118],

[0.29411765],

[0.05882353],

[0. ],

[0.64705882],

[0.29411765],

[0.35294118],

[0.35294118],

[0.47058824],

[0.35294118],

[0.52941176],

[0.70588235],

[0.52941176],

[0.52941176],

[0.52941176],

[0.52941176],

[0.47058824],

[0.82352941],

[0.70588235],

[0.58823529],

[0.94117647],

[0.94117647],

[0.58823529],

[0.47058824],

[0.58823529],

[0.17647059],

[0.23529412],

[0.23529412],

[0.05882353],

[0.17647059],

[0.05882353],

[0.23529412],

[0. ],

[0.41176471],

[0.58823529],

[1. ],

[0.35294118],

[0.35294118],

[0.47058824],

[0.52941176],

[0.47058824],

[0.35294118],

[0.41176471],

[0.29411765],

[0.52941176],

[0.47058824],

[0.58823529],

[0.23529412],

[0.35294118],

[0.47058824],

[0.41176471],

[0.70588235],

[0.64705882],

[0.35294118]])

**10. Split the data into training and testing**

In [187]:

**from** sklearn.model\_selection **import** train\_test\_split *# library for split the data into training and testing*

x\_train,x\_test,y\_train,y\_test **=** train\_test\_split(x\_scaled,y\_scaled,train\_size**=**0.80,test\_size **=** 0.20,random\_state**=**0)

In [188]:

x\_train

Out[188]:

array([[0.5 , 0.17117117, 0.15730337, ..., 0.0261927 , 0.01809045,

0.17647059],

[0. , 0.71171171, 0.69662921, ..., 0.34985968, 0.31155779,

0.47058824],

[0. , 0.73873874, 0.71910112, ..., 0.49672591, 0.27638191,

0.41176471],

...,

[1. , 0.48648649, 0.47191011, ..., 0.16651076, 0.15577889,

0.35294118],

[0. , 0.52252252, 0.5505618 , ..., 0.19363891, 0.14070352,

0.17647059],

[1. , 0.63963964, 0.68539326, ..., 0.42376052, 0.27638191,

0.23529412]])

In [189]:

y\_train

Out[189]:

array([[0.17647059],

[0.47058824],

[0.41176471],

[0.29411765],

[0.58823529],

[0.17647059],

[0.29411765],

[0.64705882],

[0.29411765],

[0.41176471],

[0.23529412],

[0.11764706],

[0.47058824],

[0.23529412],

[0. ],

[0.35294118],

[0.35294118],

[0.52941176],

[0.29411765],

[0.23529412],

[0.29411765],

[0.29411765],

[1. ],

[0.29411765],

[0.35294118],

[0.52941176],

[0.17647059],

[0.82352941],

[0.17647059],

[0.52941176],

[0.29411765],

[0.64705882],

[0.29411765],

[0.64705882],

[0.35294118],

[0.47058824],

[0.29411765],

[0.35294118],

[0.47058824],

[0.35294118],

[0.35294118],

[0.29411765],

[0.29411765],

[0.47058824],

[0.29411765],

[0.35294118],

[0.29411765],

[0.17647059],

[0.17647059],

[0.70588235],

[0.05882353],

[0.58823529],

[0.35294118],

[0.41176471],

[0.41176471],

[0. ],

[0.17647059],

[0.11764706],

[0.35294118],

[0.29411765],

[0.52941176],

[0.47058824],

[0.23529412],

[0.64705882],

[0.64705882],

[0.29411765],

[0.58823529],

[0.23529412],

[0.94117647],

[0.58823529],

[0.11764706],

[0.29411765],

[0.11764706],

[0.47058824],

[0.35294118],

[0.52941176],

[0.29411765],

[0.47058824],

[0.23529412],

[0.41176471],

[0.47058824],

[0.41176471],

[0.47058824],

[0.35294118],

[0.17647059],

[0.29411765],

[0.35294118],

[0.41176471],

[0.70588235],

[0.64705882],

[0.94117647],

[0.35294118],

[0.58823529],

[0.17647059],

[0.35294118],

[0.17647059],

[0.52941176],

[0.47058824],

[0.35294118],

[0.35294118],

[0.23529412],

[0.64705882],

[0.23529412],

[0.23529412],

[0.23529412],

[0.17647059],

[0.29411765],

[0.47058824],

[0.05882353],

[0.47058824],

[0.17647059],

[0.23529412],

[0.35294118],

[0.41176471],

[0.17647059],

[0.35294118],

[0.70588235],

[0.88235294],

[0.52941176],

[0.64705882],

[0.41176471],

[0.29411765],

[0.64705882],

[0.94117647],

[0.23529412],

[0.05882353],

[0.82352941],

[0.70588235],

[0.47058824],

[0.29411765],

[0.41176471],

[0.35294118],

[0.70588235],

[0.58823529],

[0.41176471],

[0.05882353],

[0.23529412],

[0.94117647],

[0.35294118],

[0.41176471],

[0.58823529],

[0.47058824],

[0.41176471],

[0.05882353],

[0.52941176],

[0.29411765],

[0. ],

[0.35294118],

[0.29411765],

[0.52941176],

[0.35294118],

[0.70588235],

[0.35294118],

[0.88235294],

[0.35294118],

[0.52941176],

[0.58823529],

[0.35294118],

[0.17647059],

[0.23529412]])

In [190]:

x\_test

Out[190]:

array([[1. , 0.35135135, 0.37078652, 0.21052632, 0.08948413,

0.08160377, 0.06828812, 0.09045226, 0.17647059],

[1. , 0.94594595, 0.94382022, 0.92105263, 0.76448413,

0.66226415, 1. , 0.58291457, 0.58823529],

[0. , 0.59459459, 0.60674157, 0.44736842, 0.25297619,

0.23632075, 0.23386342, 0.21105528, 0.35294118],

[1. , 0.54054054, 0.53932584, 0.47368421, 0.19543651,

0.17971698, 0.23666978, 0.15577889, 0.17647059],

[0.5 , 0.26126126, 0.25842697, 0.23684211, 0.04503968,

0.04009434, 0.0767072 , 0.04020101, 0.23529412],

[0. , 0.7027027 , 0.71910112, 0.63157895, 0.39424603,

0.39481132, 0.48924228, 0.29145729, 0.35294118],

[0.5 , 0.45945946, 0.38202247, 0.28947368, 0.12757937,

0.12311321, 0.13283442, 0.11055276, 0.23529412],

[1. , 0.52252252, 0.49438202, 0.42105263, 0.19246032,

0.20141509, 0.1898971 , 0.14723618, 0.35294118],

[1. , 0.57657658, 0.56179775, 0.5 , 0.20297619,

0.19528302, 0.1655753 , 0.18090452, 0.41176471],

[0. , 0.83783784, 0.86516854, 0.78947368, 0.53234127,

0.46792453, 0.55846586, 0.44221106, 0.35294118],

[1. , 0.6036036 , 0.61797753, 0.36842105, 0.23611111,

0.27783019, 0.28718428, 0.16582915, 0.29411765],

[0.5 , 0.18018018, 0.14606742, 0.10526316, 0.01706349,

0.01698113, 0.03180543, 0.0201005 , 0.05882353],

[1. , 0.72072072, 0.78651685, 0.73684211, 0.3609127 ,

0.36650943, 0.36202058, 0.28643216, 0.58823529],

[0. , 0.71171171, 0.71910112, 0.5 , 0.38035714,

0.35518868, 0.26753976, 0.30150754, 0.47058824],

[0. , 0.72972973, 0.70786517, 0.52631579, 0.36150794,

0.35283019, 0.45930776, 0.27638191, 0.29411765],

[0. , 0.67567568, 0.66292135, 0.44736842, 0.29285714,

0.26745283, 0.26753976, 0.25125628, 0.70588235],

[0. , 0.91891892, 0.94382022, 0.71052632, 0.7015873 ,

0.75896226, 0.72217025, 0.44723618, 0.88235294],

[1. , 0.76576577, 0.78651685, 0.65789474, 0.48888889,

0.44622642, 0.51730589, 0.40201005, 0.76470588],

[0. , 0.5045045 , 0.50561798, 0.34210526, 0.19543651,

0.21367925, 0.20579981, 0.13567839, 0.23529412],

[0. , 0.78378378, 0.71910112, 0.81578947, 0.42380952,

0.44386792, 0.52946679, 0.30653266, 0.52941176],

[0. , 0.81081081, 0.7752809 , 0.71052632, 0.39146825,

0.4009434 , 0.38821328, 0.31658291, 0.35294118],

[0. , 0.57657658, 0.56179775, 0.44736842, 0.20595238,

0.22122642, 0.18896165, 0.16482412, 0.35294118],

[0.5 , 0.3963964 , 0.37078652, 0.28947368, 0.06865079,

0.07264151, 0.07202993, 0.06532663, 0.17647059],

[0. , 0.72972973, 0.74157303, 0.65789474, 0.43412698,

0.27169811, 0.32179607, 0.4321608 , 0.52941176],

[1. , 0.5045045 , 0.48314607, 0.34210526, 0.15138889,

0.15990566, 0.19831618, 0.12562814, 0.17647059],

[1. , 0.36036036, 0.30337079, 0.18421053, 0.07301587,

0.075 , 0.08325538, 0.06030151, 0.11764706],

[1. , 0.73873874, 0.7752809 , 0.57894737, 0.37301587,

0.35330189, 0.39289055, 0.34170854, 0.41176471],

[1. , 0.81081081, 0.80898876, 0.78947368, 0.47142857,

0.50471698, 0.54256314, 0.34673367, 0.52941176],

[0. , 0.62162162, 0.66292135, 0.52631579, 0.29206349,

0.27688679, 0.31057063, 0.24623116, 0.58823529],

[0.5 , 0.07207207, 0.04494382, 0.05263158, 0.0047619 ,

0.00660377, 0.01122544, 0.00502513, 0. ],

[0.5 , 0.33333333, 0.33707865, 0.23684211, 0.10337302,

0.07971698, 0.06173994, 0.10552764, 0.17647059],

[0. , 0.59459459, 0.60674157, 0.52631579, 0.25059524,

0.23207547, 0.31618335, 0.21105528, 0.23529412],

[1. , 0.75675676, 0.7752809 , 0.55263158, 0.40595238,

0.40660377, 0.47801684, 0.31658291, 0.64705882],

[1. , 0.53153153, 0.51685393, 0.34210526, 0.15912698,

0.15235849, 0.18802619, 0.16582915, 0.29411765],

[0. , 0.71171171, 0.69662921, 0.60526316, 0.3609127 ,

0.39339623, 0.38821328, 0.26130653, 0.47058824],

[0. , 0.74774775, 0.74157303, 0.68421053, 0.35813492,

0.33443396, 0.494855 , 0.28140704, 0.29411765],

[1. , 0.97297297, 0.92134831, 0.65789474, 0.76547619,

0.71320755, 0.47614593, 0.77386935, 0.82352941],

[0.5 , 0.28828829, 0.28089888, 0.21052632, 0.06944444,

0.0745283 , 0.06173994, 0.04522613, 0.17647059],

[1. , 0.76576577, 0.7752809 , 0.63157895, 0.5109127 ,

0.375 , 0.42563143, 0.57286432, 1. ],

[0. , 0.67567568, 0.6741573 , 0.65789474, 0.30634921,

0.26698113, 0.33021515, 0.27135678, 0.41176471]])

In [191]:

y\_test

Out[191]:

array([[0.17647059],

[0.58823529],

[0.35294118],

[0.17647059],

[0.23529412],

[0.35294118],

[0.23529412],

[0.35294118],

[0.41176471],

[0.35294118],

[0.29411765],

[0.05882353],

[0.58823529],

[0.47058824],

[0.29411765],

[0.70588235],

[0.88235294],

[0.76470588],

[0.23529412],

[0.52941176],

[0.35294118],

[0.35294118],

[0.17647059],

[0.52941176],

[0.17647059],

[0.11764706],

[0.41176471],

[0.52941176],

[0.58823529],

[0. ],

[0.17647059],

[0.23529412],

[0.64705882],

[0.29411765],

[0.47058824],

[0.29411765],

[0.82352941],

[0.17647059],

[1. ],

[0.41176471]])

In [129]:

print(x\_scaled**.**shape)

print(y\_scaled**.**shape)

print(x\_train**.**shape)

print(y\_train**.**shape)

print(x\_test**.**shape)

print(y\_test**.**shape)

(200, 9)

(200, 1)

(160, 9)

(160, 1)

(40, 9)

(40, 1)

**11. Build the Model**

In [135]:

**from** sklearn.linear\_model **import** LinearRegression

mlr **=** LinearRegression()

mlr**.**fit(x\_train,y\_train)

Out[135]:

LinearRegression()

**12. Train the Model**

**13. Test the Model**

In [136]:

prediction **=** mlr**.**predict(x\_test)

In [138]:

prediction

Out[138]:

array([[1.76470588e-01],

[5.88235294e-01],

[3.52941176e-01],

[1.76470588e-01],

[2.35294118e-01],

[3.52941176e-01],

[2.35294118e-01],

[3.52941176e-01],

[4.11764706e-01],

[3.52941176e-01],

[2.94117647e-01],

[5.88235294e-02],

[5.88235294e-01],

[4.70588235e-01],

[2.94117647e-01],

[7.05882353e-01],

[8.82352941e-01],

[7.64705882e-01],

[2.35294118e-01],

[5.29411765e-01],

[3.52941176e-01],

[3.52941176e-01],

[1.76470588e-01],

[5.29411765e-01],

[1.76470588e-01],

[1.17647059e-01],

[4.11764706e-01],

[5.29411765e-01],

[5.88235294e-01],

[2.20691474e-16],

[1.76470588e-01],

[2.35294118e-01],

[6.47058824e-01],

[2.94117647e-01],

[4.70588235e-01],

[2.94117647e-01],

[8.23529412e-01],

[1.76470588e-01],

[1.00000000e+00],

[4.11764706e-01]])

In [141]:

prediction**.**astype(int)

Out[141]:

array([[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[1],

[0]])

In [142]:

y\_test**.**astype(int)

Out[142]:

array([[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[0],

[1],

[0]])

**14. Measure the performance using Metrics.**

In [143]:

**from** sklearn.metrics **import** r2\_score

r2\_score(prediction,y\_test)

Out[143]:

1.0

In [153]:

**from** sklearn.preprocessing **import** PolynomialFeatures

plr **=** PolynomialFeatures(degree**=**2)

x\_poly **=** plr**.**fit\_transform(x)

In [154]:

x\_poly

Out[154]:

array([[1.00000e+00, 2.00000e+00, 4.55000e-01, ..., 2.25000e-02,

2.25000e+00, 2.25000e+02],

[1.00000e+00, 2.00000e+00, 3.50000e-01, ..., 4.90000e-03,

4.90000e-01, 4.90000e+01],

[1.00000e+00, 0.00000e+00, 5.30000e-01, ..., 4.41000e-02,

1.89000e+00, 8.10000e+01],

...,

[1.00000e+00, 2.00000e+00, 6.40000e-01, ..., 2.16225e-01,

7.44000e+00, 2.56000e+02],

[1.00000e+00, 2.00000e+00, 5.60000e-01, ..., 6.76000e-02,

3.90000e+00, 2.25000e+02],

[1.00000e+00, 2.00000e+00, 5.85000e-01, ..., 8.12250e-02,

2.85000e+00, 1.00000e+02]])

**Abalone Age Prediction**

**1. LinearRegression**

In [155]:

**from** sklearn.linear\_model **import** LinearRegression

lr **=** LinearRegression()

lr**.**fit(x\_poly,y)

Out[155]:

LinearRegression()

In [163]:

lr**.**predict(plr**.**transform([[1,0.350,0.410,0.185,1.3035,0.3635,0.1010,0.285,16]]))

/home/lokesh/anaconda3/lib/python3.9/site-packages/sklearn/base.py:450: UserWarning: X does not have valid feature names, but PolynomialFeatures was fitted with feature names

warnings.warn(

Out[163]:

array([[17.5]])

**2. Ridge**

In [159]:

**from** sklearn.linear\_model **import** Ridge

r **=** Ridge()

r**.**fit(x,y)

Out[159]:

Ridge()

In [164]:

r**.**predict([[1,0.350,0.410,0.185,1.3035,0.3635,0.1010,0.285,16]])

/home/lokesh/anaconda3/lib/python3.9/site-packages/sklearn/base.py:450: UserWarning: X does not have valid feature names, but Ridge was fitted with feature names

warnings.warn(

Out[164]:

array([[17.49624459]])

**3. Lasso**

In [161]:

**from** sklearn.linear\_model **import** Lasso

l **=** Lasso()

l**.**fit(x,y)

Out[161]:

Lasso()

In [165]:

l**.**predict([[1,0.350,0.410,0.185,1.3035,0.3635,0.1010,0.285,16]])

/home/lokesh/anaconda3/lib/python3.9/site-packages/sklearn/base.py:450: UserWarning: X does not have valid feature names, but Lasso was fitted with feature names

warnings.warn(

Out[165]:

array([17.08721342])